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Abstract—With the increased focus and importance placed on
the twin green and digital transition, also the development of
digital products and software systems must take environmental
sustainability into account. At present, the environmental impact
of software systems has gained more and more attention from
both the software development and the software procurement
side. Researchers have provided many conceptual models of green
software, but there is a lack of comprehensive, contemporary
models to cover the overall picture, the whole life cycle of
software. Aim of this study is to present the Green Software Life
Cycle (GSLC) model that incorporates sustainable practices and
metrics. The model is formed by gathering promising practices
and metrics from the existing body of knowledge and mapping
them to the software life cycle phases. The theoretical model
is then validated by interviewing software practitioners. The
model encompasses the whole software life cycle, and should
provide inspiration for not only to the software developers, but
to all stakeholders who are participating the software life cycle
and aim for more environmentally sustainable digital products.
Although the GSLC model provides a starting point towards
making the software life cycle greener, further refinement and
empirical validation is necessary in the future.

Index Terms—software engineering, green software, software
lifecycle, green software lifecycle model, green ICT

I. INTRODUCTION

With sustainability concerns becoming increasingly relevant
in the era of digitalization, also the role of Green ICT
has come into focus. Historically, the role of software in
contributing towards environmental sustainability concerns has
received less attention than hardware [23], [45]. As demand
for green digitalization and IT has increased and with the
resource consumption of hardware being ultimately reliant
on the executed software, it seems imperative that software,
and alongside that processes in software engineering, is made
greener.

The field of software engineering has not been restricted
by hardware performance in modern times [50]. In the early
days of software, computers were so limited in memory
and processing power that everything down to lines of code
had to be optimized. With the rapid development described
by Moore’s law, these restrictions fell off. For 50 years,

software engineering has enjoyed exponential performance
improvements, allowing software to increase massively in size
and complexity [29].

In 1997, the CTO of Microsoft, Nathan Myhrvold, proposed
four laws of software which essentially state that software
demands will always expand to meet hardware supply and
that better hardware is bought and developed because software
demands it [32]. What this means is that no matter how much
computers advance, it will not be enough. The only way to
restrain this expansion is by focusing on the efficiency of the
software, and limiting its hardware requirements.

Software is always an outcome of a software development
process. One viewpoint to efficiency, and environmental sus-
tainability in general, is that they can be seen as quality
attributes of the software and as such they could be consid-
ered as a part of the software development life-cycle [35].
There’s a need for a model that gives both an overview of
the environmental sustainable software development life-cycle
process, and concrete suggestions of methods and metrics to
improve sustainability of the end product.

The research question of this study is “how can environ-
mental sustainability aspects be incorporated into the software
development life-cycle?”. The research question is answered
by building a software development life-cycle model that
incorporates green concerns whilst suggesting metrics and
criteria that can be used to work towards greenness. In
addition, this model is validated through interviews of software
practitioners. The goal is to build a holistic model covering
all the essential phases of software life cycle independently of
used methodologies (e.g. SCRUM, Kanban, DevOps). At the
same time the model concentrates on addressing environmental
sustainability concerns and not all facets of sustainability.

II. RELATED WORK

Efficiency of the software can be looked at from many
different perspectives. Calero & Piattini [9] use both software
sustainability and green software terms to mean low power
consumption and waste free software. They do not mean only
the final product, i.e. production-level software system, but



also consider the software development process. Thus it is
important to consider efficiency of both the product (software
system) as well as the development process of the product
(software engineering).

The existing research on green software engineering is
multifaceted but not at all comprehensive. Since it is necessary
to measure things that we want to objectively investigate,
research of sustainability metrics has been a subject of some
focus. Secondly, attention has also been given to theoretical
models introducing relevant sustainability concerns of soft-
ware and ways to address them in software engineering activ-
ities. The third main type of research focuses on optimizing
the sustainability of specific aspects of software systems like
the choice of programming languages or architectures.

When considering the greenness of a software product, it is
important to consider the whole life cycle as shown by Taina
[46] already more than decade ago. Kern et al. [33] have pre-
sented a more holistic model, GREENSOFT, that emphasizes
sustainability metrics and measurements in different phases of
the software product life cycle. They also show that measuring
the efficiency of the code is rather challenging. In addition to
the GREENSOFT model, other authors have also presented
models [30] [43] where they map sustainability activities and
metrics into the software life cycle phases, but most of these
are already from early 2010’s. Various authors have tackled the
measuring challenge from different perspectives. Bozzelli et al.
[26] presented in their SLR a comprehensive list of proposed
metrics and classification of them. Ahmad et al. [2] compared
hardware and software based approaches for energy profiling.
Procaccianti et al. [40] showed that measuring software energy
efficiency is rather complex and has almost chaotic behavior.

interaction design (HCI) in environmental sustainability of
the software. The recent studies have focused on the practical
energy efficiency of the software. Pereira et al. [38], Georgiou
[14], and Abdulsalam et al. [1] have studied the energy
efficiency of various programming languages. Another line
of research studies the impact of algorithms to the energy
efficiency of the programme, e.g Rashid et al. [41] and
Meissner et al. [31]. Capra et al. [10] showed that the use of
application development environments has a detrimental effect
on software energy efficiency. This is partly due to the use of
external libraries as shown by Pinto et al. [39].

While energy efficiency is just one characteristics, the work
on the sustainable software engineering processes typically
consider also other sustainability dimensions, e.g. social and
economic, as shown by the work of Jagroep et al. [19], Lago
et al. [27] and Karita et al. [21]. In addition to focusing on the
holistic software development life cycle, studies have focused
on specific parts of the process. Lots of work has been done on
integrating sustainability into the requirements phase, e.g. the
work of Becker et al. [4] and Condori-Fernandez & Lago [12].
Jagroep et al. [19] links the energy efficiency of the software
and Venters et al. [48] the general software sustainability to
the architecture design. Finally the work of Blevis [7] focuses
on the role of

Sustainability debt [5], i.e. the difference between a solution

and its sustainability ideal, is one option to evaluate sustain-
ability of software. It can be used to follow the sustainability of
the software in relation to changing conditions. It is especially
important to evaluate in the planning phase if the software is
built by choosing the right components.

III. RESEARCH METHODS

The Green Software Life Cycle (GSLC) model aims at
describing key methods and metrics that could be applied in
each software engineering and development life cycle (SDLC)
phase to make the software development more environmentally
sustainable. In methodological terms, the Green Software Life
Cycle model presented in this paper has been built based on
1) existing body of knowledge on the SDLC models 2) review
of research literature around the environmental sustainability
factors, indicators and practices in software development, and
3) interviews of software developer companies and software
users who apply sustainable and environmentally responsible
methods in their daily development and business activities. The
model development and interviews were coordinated in the
meetings and the workshops of a R&D project, which aimed
at developing a green criteria for public software procurement.
The approach is illustrated in Figure 1.
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Figure 1. Approach for conducting the research and the model development.

The review of existing research literature aimed at finding
the most promising methods and metrics related to sustainabil-
ity of software development. Although sustainability has mul-
tiple dimensions, the literature review and the model primarily
focus on the environmental and economical dimensions. The
literature review was conducted by reading 164 research



publications about sustainable SDLCs, software sustainability
indicators, metrics and factors, and green ICT in general.
The key findings of each publication were collected into a
summary table and the most promising publications for the
Green Software Life Cycle model were selected in the review
sessions which most of the authors participated.

We supplemented the green practices found from the aca-
demic literature with views from software development and
procurement practitioners. Therefore, we performed inter-
views, which involved both software developers and pro-
curement experts. The total number of interviews was 18,
with 6 public and private sector procurement units and 11
software development companies (one was interviewed twice).
Software development companies were SMEs as well as large
companies delivering software products and services both in
domestic and in international markets.

Interviews were conducted in 2022-2023 during the R&D
project. Depending on the participating organization, inter-
views might be conducted as group interviews (n=9) or
individual interviews (n=9). Altogether 15 procurement ex-
perts were interviewed. Participants from software companies
included representatives of upper management (n=4), middle
management (n=2), sustainability management (n=2), software
development (n=4) and IT consultancy (n=4).

Each interview lasted about an hour and had several in-
terview themes, such as a) sustainability in organizational
strategy and business, b) sustainability of software products,
c) sustainable software development practices, d) sustain-
ability during the software operation phase, and e) specific
organizational measures and criteria for sustainability. The
focus of the interviews was mainly on the environmental
sustainability. With the procurement units (n=6), the themes
were the same yet focusing on the used and potential criteria
and measurements in their requests-for-proposals (RFPs). First
part of the software developer interviews (n=9) followed the
same structure as the procurement expers interviews. Later
interviews (n=3) with the software development companies
had the focus on the criteria developed. The interviews were
transcribed for the analysis of creating new criteria and for
collecting existing practices of green software procurement.

For the study presented in this paper, the interviews serve
as empirical examples of how green software development
practices and metrics divide into the SDLC phases in real-
life. The interview results are therefore mapped onto the
SDLC phases and discussed as examples of green development
practices and metrics currently in use in software development
companies and user organizations.

IV. GREEN SOFTWARE DEVELOPMENT LIFE CYCLE
MODEL

The Green Software Life Cycle (GSLC) model presented
in this paper has been built around the generally recognized
phases of the software engineering and development life
cycle (SDLC). The Software Engineering Body of Knowledge
(SWEBOK) [8] and the ISO/IEC/IEEE 12207:2017 Software
Life Cycle Processes standard [18] were used as the main

references to define the exact phases for the underlying SDLC
model. From the SWEBOK five knowledge areas defining
the established SDLC phases were selected. These phases are
requirements, design, construction, testing and maintenance.
These traditional SDLC phases were supplemented by acquisi-
tion and disposal phases from the ISO/IEC/IEEE 12207:2017
standard to take the whole software life cycle into account.
Although the phases are presented sequentially in the GSLC
model, it also allows iterative or parallel execution and thus
targets to be methodology agnostic.

Disposal has an integral role in such systems because most
of the energy and materials can be returned to production,
distribution or use phases. Hence, the disposal is added as a
phase to our software life cycle model. In addition, acquisition
is added at the start of our software life cycle model. This
is important because sustainability does not reset for each
separate software product, and is instead a continuous process.

Adopting these phases beyond the traditional SDLC scope
was inspired by the concept of circular economy which aims at
sustainable coexistence of the economy and the environment
by adapting the idea of closed loops to different fields of
business. In its ideal form, closed loops enable circular flow of
materials and other resources through the whole life cycle of a
product or a service without generating any waste. In practice,
completely closed loop-systems are not possible, thus circular
economy can be understood as dynamic economic systems
“in which resource input and waste, emission, and energy
leakages are minimized by cycling, extending, intensifying,
and dematerializing material and energy loops” [13].

In this Section, it is described how the environmental
sustainability is taken into account in each phase of the GSLC
model. In addition, the GSLC model is illustrated in Figure 2.
In the illustration, the key environmental sustainability factors
and the most important environmental sustainability indicators
and metrics identified in the literature review are mapped into
the software life cycles phases. Therefore the illustration also
acts as a reference guide for the existing research related to
each life cycle phase.

A. Acquisition Phase

The idea of sustainability debt has been one of the guid-
ing principles in developing this model and should guide
all software life cycle phases from acquisition to disposal.
Sustainability debt is essentially the difference between a pro-
posed solution and the ideal scenario where all sustainability
requirements have been met [5]. It is the hidden effect of
past decisions about software-intensive systems that negatively
affect economic, technical, environmental, social, and individ-
ual sustainability of the system under design. Effects in these
dimensions can manifest themselves on three different levels:
(1) the direct effects of the software system production and
use; (2) enabling effects that arise from the ongoing use of
the software system, and (3) systemic changes caused by the
use of the software system on a larger scale over time. The
GSLC model address mainly level 1 effects.
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Figure 2. Illustration of Green Software Life Cycle model. The environmental sustainability factors are presented in the middle of the illustration. The factors
define the key methodological approaches for achieving environmental sustainability in each life cycle phase. Detailed environmental sustainability metrics

and indicators for each phase are presented in the separate boxes.

Sustainability debt can be compared to technical debt
and both of them should be kept in mind when analyzing
the economical feasibility of software development. When
acquiring new software, sustainability debt should be used
to disqualify those solutions that regress the sustainability
situation, unless the need for new software is thoroughly
analyzed. When preparing requests-for-proposals it should be
considered unfeasible to develop software that does not follow
sustainable methods.

B. Requirements Phase

The software development process properly starts at re-
quirements engineering. As has been stated before, green
digitalization necessitates that software bear responsibility for
its part in energy consumption. This means that starting at
the requirements phase the energy consumption and hardware
requirements of software should be addressed and restricted.
It is important to minimize both of these factors and ensure
the maximal amount of backwards compatibility to reduce the
amount of e-waste produced [24]. These requirements should
be validated during later phases of the development process
to ensure compliance.

A common activity during the requirements phase is stake-
holder analysis, which encompasses all persons, groups and
organizations that affect the project or have an interest in it
[8]. To promote environmental concerns stakeholders such as
customers and regulatory organs should demand sustainability

concerns to be addressed [4], [37]. Environmental sustainabil-
ity should also be included as its own stakeholder:e.g. being
energy efficient has value in its own right, and will also save
money in the long run.

Assessment or evaluation criteria for the greenness of soft-
ware can also be converted into requirements for software.
For example the procurer of software can demand that certain
criteria are fulfilled, which then transform into requirements
for the software. These can include such things as energy
consumption, hardware capacity required, and functional re-
quirements allowing sustainable use. Software should support
continued development, have clear documentation and data
formats and have no functionalities that are hidden from the
user. [24]

C. Design Phase

After the requirements are defined, the software can be
designed to fulfill its functional requirements and quality
attributes. The fine-tuning of requirements will continue during
the whole software development process usually iteratively.
After the design process, the construction of the software
should be possible.

As design is based on requirements, the primary goal
of environmental sustainable design should be making the
program as simple and clear as possible [43]. Simplicity is
important because there should be no unnecessary work or
technical debt added to the project, and clarity is important



for similar reasons. The sustainability debt [5] is also easier
to manage with a simple design. Design should also support
environmentally sustainable use by allowing the user to change
functionalities, function in a transparent manner, give feedback
on resource usage and release unnecessary hardware capacity
temporarily [24].

Ideally software architecture and design should be as lean as
possible. The technical architecture is based on efficiency and
functionality, implementing only the required functions. Data
structures, algorithms and other such considerations should be
chosen based on efficiency instead of whether or not they are
easy and fast to implement. While technical architecture is
important, the usability should also be designed to be as fluent
and efficient as possible. The design process should be done
with great care, as it has a great impact on the final product
and modifications to the design later in the life cycle can have
an immense impact on the total cost of development.

Cloud services, data centers, the communication protocols
and server architecture should also be taken into consideration.
Many decisions made in the design phase are not strictly
related to development of software but still greatly influence
the life cycle of the software. There are many potential metrics
to be used here, some of them being extensively researched
and having widespread use.

D. Construction Phase

The construction phase is where the implementation begins
in earnest. Optimizing environmental sustainability during de-
velopment means that the contents of the written code-base are
managed to be efficient and functional. Without oversight into
the quality of code, problems such as unnecessary abstraction
layers and poor usage of frameworks can easily appear and
be hard to remove later on. These both increase maintenance
costs and unnecessarily decrease the run-time efficiency of the
software product [6].

In general focus on developer productivity should be less-
ened to increase focus on code efficiency, so that the end result
would be more sustainable. Throwaway code and prototypes
that cannot be reused are examples of practices that should be
avoided unless absolutely necessary. Abstractions and other
techniques can also unnecessarily burden the application.
Refactoring the code is also a potential source of both gains
and losses in sustainability. Determining whether or not refac-
toring will lead to sustainability gains in the long run will
require more intricate tools for analysis of low-level code.

At this point it is possible to start measuring environmental
factors related to the software product and its use. Some
extremely important metrics are energy consumption and by
extension carbon footprint, the hardware specs required by
the software, and the algorithmic efficiency of the code [22],
[28], [47]. Depending on the desired level of abstraction it
may be necessary to determine the power consumption of
different software units and elements [20], and the energy
consumed by the computation and communication components
[15]. This allows developers to focus on optimizing those parts
of software that need it most. Energy consumption must also

be related to the rate of green energy sources used, but it can
be difficult to determine this information with current tools
[17].

It is important to note that also the actual development
practices can greatly vary in their environmental sustainability.
Some important factors are to avoid hard copies of documents,
business trips and contact meetings. Remote meetings with
digital documents will save on energy [28]. Developers should
also minimize the amount of waste during the software life
cycle. Waste in this context means the amount of work that
does not have discernible value to end users of the software
product [22], [47]. Technical debt is one possible contributor
to waste and should be minimized when possible.

E. Testing Phase

During the testing phase the most important concern tradi-
tionally is finding and fixing software defects and ensuring
the software product is functional. During this phase the
environmental requirements and greenness of the software
should also be validated [30] [43]. Validating whether or not
the criteria for standards and certificates are being upheld
will lend them more credibility and ensure that software will
actually have to care about being efficient. Optimizing tests for
energy efficiency and sustainability is difficult, as automated
testing can cost large amounts of energy while being mostly
unnecessary. Still, defects must be found and fixed to avoid
unnecessary energy consumption and end-user work.

When it comes to actually measuring the environmental
impacts and energy consumption of a software product, it
is important to note that the key metric should be energy
efficiency, the ratio of energy consumed to the amount of
useful work done. Using low amounts of energy does not
matter if no useful work gets done, and consuming excessive
amounts of energy is not sustainable. Energy efficiency can be
abstracted to different levels, for example the energy efficiency
of telecommunication devices can also be used as a metric.
Energy efficiency has been refined further into metrics such
as energy proportionality, which addresses the fact that e.g. a
CPU is often at peak efficiency when it is at high utilization,
but spends most of its operative time at low utilization [44].

F. Maintenance and Operation Phase

During the maintenance and operation phase of the software,
it is critical that the original requirements are fulfilled as
well as possible. The maintenance and operation phase is
usually the longest phase of the software life cycle, and most
likely its environmental impact will be highest. Moderating
updates means that any updates and new functionalities that
also raise the operating requirements of hardware are to be
avoided. Maximizing the functional life of hardware is very
important to sustainability as it reduces e-waste and, as stated
earlier, software requirements are essentially what invalidates
hardware that could still function. Minimizing increases in
resource consumption should also be a key principle. In an
ideal situation the update lowers the resource consumption of



the software product. This can often be unrealistic, so the main
takeaway is to moderate updates and do careful change control.

While the software developers maintain and update the
product, the users of the software also deserve some attention
as software use has a great impact on its total energy efficiency.
To encourage sustainable use the software should be designed
to have environmentally friendly default settings and functions,
and it should advise users on how to best use it in an efficient
manner [28]. Enlightening users on efficient usage habits is
an important part of green digitalization, and at the moment
the tools for end users to improve their own footprint can be
lacking.

Due to the extremely widespread use of cloud services,
attention should also be directed towards factors influencing
their energy efficiency. Such factors are the usage rate of a
server [25], optimization of the network and data transfers,
and the management of scheduling of virtual machines. One
problem is that the users and even the technical administrators
of a software product may have little to no chance to influ-
ence these factors. During the operational use of software,
performance indicators such as simultaneous user sessions /
watt [44], transactions / watt and data transferred / watt [49]
can be used to analyze KPI and GPI. Energy efficiency and
minimizing the electric bill will lead to both financial and
sustainability gains.

G. Disposal Phase

As maintenance ends and the product faces its end of use,
disposal becomes relevant. This should be a short phase in
the whole software life cycle, but it is still desirable to make
it as smooth as possible. In software engineering the phase
of disposal is usually connected to the disposal of hardware
and the recycling of electronic equipment. When considering
software, this phase is usually called deactivation [22], [33].

Cradle-to-cradle thinking with the software components of
the system is also necessary to ensure holistically sustainable
digital products. Therefore, the authors of this paper propose
to use the term disposal also when discussing the end of the
software life cycle. It is important for sustainability that the
data generated during the software life cycle can be transferred
and used in the systems that replace it, and that the choice of
new platforms, devices or products is not restricted at this
point. It is important that disposal is easy for the user and no
trace of the product remains beyond the data intended to be
transferred for future use.

The disposal phase is linked to the first phase of acquisition
with the need to take the disposal phase into account in the
very early stages of the software life cycle. This also justifies
the cyclic appearance of the GSLC model visualization as
illustrated in Figure 2.

V. VALIDATION OF MODEL

To validate the GSLC model it was analyzed in relation
to empirical data collected through interviews with software
developers and procurement experts (as described in Section
IIT). Due to the nature of the interviews and the small sample

size, qualitative analyses of the data was seen as the best
approach. Abductive coding was employed to understand if
empirical data supports that criteria, indicators and metrics
identified through literature are relevant for creating environ-
mentally sustainable software and if empirical data supports
the conceptualization of sustainability factors and their map-
ping to the phases of the GSLC model.

In the acquisition phase, interviewees from procurement
units expressed the need for certifications that they could
ask from the tender. Such certifications could focus on the
sustainability of the organization or on the skills of the
software developers in relation to green coding practices. In-
terviews with representatives of software companies revealed
that tenders have often acknowledged the need to reduce
environmental footprint. However, none of them had joined
public competitive tendering that would require environmental
certification. Another theme that emerged from interviewees
with software developers was the careful evaluation of the
need for new technological solutions.

Interviewees from software companies highlighted that cus-
tomer demand is essential for developing environmentally
sustainable software. Most software companies had skills and
knowledge to develop sustainable software however they were
not always able to implement these practices because green
practices were not appreciated or financed by the customers.
In the requirement phase, a procuring organization would have
the opportunity to set requirements that enable and facilitate
environmentally sustainable software development. In addi-
tion, it is important to recognize situations which require a
lot of processing power efficient or repetitive calculations to
focus optimization resources where it matters most.

In the design phase, software design should be simple for
both the technical architecture and the user experience. It
was brought up by interviewees from software companies that
environmentally sustainable design practices are also usually
software design best practices. One interviewee expressed this
in the following way: “In design, the lower the hierarchy or the
shorter the customer paths, the better, and at the same time it
usually serves quite a few other things: accessibility, usability
and this kind”.

In the construction phase, optimization of sustainability
during software development was appreciated by both procure-
ment experts and software developers. Procurement experts
mentioned efficient use of algorithms and compact solutions to
reduce the need for data storage. Software companies brought
up the quality and usability of the code to minimize waste
during software development. They emphasized the efficient
use of frameworks which was perceived to have a higher
impact than low-level code optimization. For example, one
interviewee said: “We make a lot of user interfaces, so we’ve
talked a lot about a framework like a Remix (server-side
rendered apps), which basically takes web development a bit
back to the good old days when we didn’t load JavaScript just
in case we had to, i.e. we render on the HTML server and just
serve that HTML there in the web browser and then JavaScript
if there is a use for it. We try to get such a practice, that you



don’t have to load all JavaScript directly into your browser
every time.”

The procurement experts had relatively limited experi-
ence on testing environmental sustainability requirements of
software they had acquired. Some of them had experience
on testing sustainability of their own hardware. However,
representatives of software companies had some suggestions
regarding testing sustainability requirements of software. They
mentioned response and download times of web applications
as good sustainability indicators. One of the interviewees
mentioned that they are able to track whether their API calls
transfer only the relevant data. This enables better optimiza-
tion.

In the maintenance and operation phase, procurement units
as well as software companies emphasized the role of cloud
service providers and data center operators as the gate keepers
of sustainability for production software. Environmental sus-
tainability of the cloud service can be improved by choosing
renewable energy and utilizing the heat produced by the
servers for beneficial purposes. The use of cloud resources
should be closely monitored and optimized to avoid any
unnecessary use of these resources. In addition, software
companies mentioned the importance of metrics to enable
monitoring the energy efficiency of using their software during
operational use.

To the most part, the empirical data supports the feasibility
of the identified sustainability factors in the GSLC model.
Interviewees mentioned many criteria, indicators and metrics
that were also identified from literature. They also mentioned
issues and practices that were not present in the model,
especially the importance of cloud service providers related
to the environmental sustainability of the software during the
maintenance and operation phase. Although the data seems to
support the model, the characteristics of the disposal phase
could not be validated due to lack of interview data on the
phase. The reason might be that traditionally this phase has
not been widely recognized by the software practitioners.
Whatever the reason is, the further research regarding this
phase is clearly needed.

VI. DISCUSSION

In this article we have studied the relationship between
environmental sustainability and the software life cycle. We
have been able to identify relevant sustainability factors from
existing research for each phase of the software life cycle,
propose the holistic Green Software Life Cycle model based
on this knowledge, and proof that the model mostly resembles
the actual software life cycle activities from environmental sus-
tainability point of view. Special care should be given to phases
related to the identification of need, maintenance and use. Most
of the decisions affecting a software systems’ environmental
impact will be done in these phases. Sustainability should be
addressed as early as possible in the life cycle, as it is more
expensive and time-consuming to make design changes later
in the life cycle of a software system. The maintenance and
operation phase will in most cases be the longest part of the

life cycle and the one where the brunt of the environmental
impact will be caused.

In essence, to make the cradle-to-grave progression of
software sustainable it is important to determine whether or
not it is feasible to even start the development. If the costs
incurred during development are greater than any potential
gains made, the development work should be seen unfeasible.
This also applies to maintenance and potential updates. The
end of the life activities should also receive consideration well
before the disposal phase.

In addition to describing sustainability factors, our model
includes concrete criteria, indicators and metrics to be used
as part of software life cycle. These have value for the
practitioners who are aiming to acquire or develop sustainable
software but also for the researchers who wish to explore the
usability, suitability and impact of these criteria, indicators
and metrics in different scenarios. We have also been able
to identify the need for developing new criteria, indicators
and metrics because the existing ones do not capture all the
necessary aspects of each sustainability factor.

When reflecting the results of this paper to the sustainable
software life cycle models [33] [30] [43] presented in the
research literature, it can be said that the GSLC model is well
aligned with those. Since most of these models are from early
2010’s, the GSLC model supplements these with the most
recent research advancements in the field. Also, the scope of
these models varies compared to the GSLC model: GREEN-
SOFT [33] is a larger, more conseptual model, where life cycle
phases are only one part, whereas the model of Mahdmoud
and Ahmad [30] define more detailed processes inside the
life cycle phases to address sustainability requirements. The
life cycle model of Shenoy and Eeratta [43] resembles the
GSLC model most but concentrates on more technical issues.
As a summary, the GSLC model builds up on these pioneering
models while taking the latest research into account. The
GSLC model also broadens the scope slightly to take all
the life cycle phases from cradle to grave into consideration
and thus provides support to wider number of practitioners
participating the different software life cycle phases.

Lastly, it should be noted that the whole environmental
impact of software is dependent not only on the software
developers but also on the buyers, the administrators and the
users of a system. It has been recently brought forth that
the responsibility of emissions caused by software systems
should be divided among all the stakeholders in order to create
incentives for all the stakeholders to minimize the impacts
[36]. However, this is mostly beyond the scope of this article,
but worth emphasizing, that the responsibility does not rely
only on the software developers’ shoulders.

VII. CONCLUSION

In this paper we presented the theoretical Green Software
Life Cycle (GSLC) model that maps methods and metrics
of green software engineering into recognized software life
cycle phases: acquisition, requirements [elicitation], design,
construction, testing, maintenance and operation, and disposal.



The GSLC model shows that these metrics and methods of
environmental sustainability vary between different phases,
although the decisions made in earlier phases affect the latter.
Key factors during different phases can be characterized as 1)
evaluation of sustainability debt from the very first phases, 2)
elicitation of requirements from the sustainability stakeholders,
3) simple and clear design, 4) optimization during construc-
tion, 5) testing of environmental requirements, 6) moderated
updates during maintenance and constant monitoring of sys-
tem’s sustainability, and 7) clean and efficient disposal of the
system. We also validated the model through interview data
of software developers and software procurement experts, and
showed that the factors and the metrics of the theoretical
GSLC model are present in actual software life cycle phases.

The presented model connects the concepts presented in the
green ICT research literature to the actual software life cycle
phases. This lowers the threshold for the software developers,
the software procurement experts and other software practi-
tioners to take environmental sustainability into consideration
in their work independently of used development methodolo-
gies. The model forms a starting point for further academic
discussion and together with other similar models lays a
foundation for the standardization work of green software
life cycle practices. In the future, the created model should
be further validated in different real-life software acquisition,
development and operation scenarios by interviewing software
practitioners, and further elaborated by mapping existing and
upcoming academic research into the model.
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